***Q1.A linked list is said to contain a cycle if any node is visited more than once while traversing the list. WAP to detect a cycle in a linked list.***

#include <stdio.h>

#include <stdlib.h>

**struct** Node

{

**int** data;

**struct** Node \*next;

};

**void** push(**struct** Node \*\*head\_ref, **int** new\_data)

{

**struct** Node \*new\_node = (**struct** Node \*)malloc(sizeof(**struct** Node));

    new\_node->data = new\_data;

    new\_node->next = (\*head\_ref);

    (\*head\_ref) = new\_node;

}

**int** detectLoop(**struct** Node \*list)

{

**struct** Node \*slow\_p = list, \*fast\_p = list;

    while (slow\_p && fast\_p && fast\_p->next)

    {

        slow\_p = slow\_p->next;

        fast\_p = fast\_p->next->next;

        if (slow\_p == fast\_p)

        {

            return 1;

        }

    }

    return 0;

}

**int** main()

{

**struct** Node \*head = NULL;

    push(&head, 20);

    push(&head, 4);

    push(&head, 15);

    push(&head, 10);

    head->next->next->next->next = NULL;

    if (detectLoop(head))

        printf("Loop found");

    else

        printf("No Loop");

    printf("\n");

    head->next->next->next->next = head;

    if (detectLoop(head))

        printf("Loop found");

    else

        printf("No Loop");

    return 0;

}

OUTPUT

![](data:image/png;base64,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)

***Q2. Given a linked list, write a function to reverse every k nodes. (where k is an input to the function). If a***

***linked list is given as 12->23->45->89->15->67->28->98->NULL and k = 3 then output will be 45->23->12->67->15->89->98->28->NULL.***

#include <stdio.h>

#include <stdlib.h>

**struct** Node

{

**int** data;

**struct** Node **\***next;

};

**struct** Node **\***reverse(**struct** Node **\***head, **int** k)

{

    if (!head)

        return NULL;

**struct** Node **\***current = head;

**struct** Node **\***next = NULL;

**struct** Node **\***prev = NULL;

**int** count = 0;

    while (current != NULL && count < k)

    {

        next = current->next;

        current->next = prev;

        prev = current;

        current = next;

        count++;

    }

    if (next != NULL)

        head->next = reverse(next, k);

    return prev;

}

**void** push(**struct** Node **\*\***head\_ref, **int** new\_data)

{

**struct** Node **\***new\_node = (**struct** Node **\***)malloc(sizeof(struct Node));

    new\_node->data = new\_data;

    new\_node->next = (\*head\_ref);

    (\*head\_ref) = new\_node;

}

**void** printList(**struct** Node **\***node)

{

    while (node != NULL)

    {

        printf("%d  ", node->data);

        node = node->next;

    }

}

**int** main(**void**)

{

**struct** Node **\***head = NULL;

    push(&head, 9);

    push(&head, 8);

    push(&head, 7);

    push(&head, 6);

    push(&head, 5);

    push(&head, 4);

    push(&head, 3);

    push(&head, 2);

    push(&head, 1);

    printf("\nGiven linked list \n");

    printList(head);

    head = reverse(head, 3);

    printf("\nReversed Linked list \n");

    printList(head);

    return (0);

}

OUTPUT
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#include <stdio.h>

#include <stdlib.h>

**struct** stack {

**int** data;

**struct** stack\* next;

};

**void** initStack(**struct** stack\*\* s) { \*s = NULL; }

**int** isEmpty(**struct** stack\* s)

{

    if (s == NULL)

        return 1;

    return 0;

}

**void** push(**struct** stack\*\* s, **int** x)

{

**struct** stack\* p = (**struct** stack\*)malloc(sizeof(\*p));

    if (p == NULL) {

        fprintf(stderr, "Memory allocation failed.\n");

        return;

    }

    p->data = x;

    p->next = \*s;

    \*s = p;

}

**int** pop(**struct** stack\*\* s)

{

**int** x;

**struct** stack\* temp;

    x = (\*s)->data;

    temp = \*s;

    (\*s) = (\*s)->next;

    free(temp);

    return x;

}

**int** top(**struct** stack\* s) { return (s->data); }

**void** sortedInsert(**struct** stack\*\* s, **int** x)

{

    if (isEmpty(\*s) || x > top(\*s)) {

        push(s, x);

        return;

    }

**int** temp = pop(s);

    sortedInsert(s, x);

    push(s, temp);

}

**void** sortStack(**struct** stack\*\* s)

{

    if (!isEmpty(\*s)) {

**int** x = pop(s);

        sortStack(s);

        sortedInsert(s, x);

    }

}

**void** printStack(**struct** stack\* s)

{

    while (s) {

        printf("%d ", s->data);

        s = s->next;

    }

    printf("\n");

}

**int** main(**void**)

{

**struct** stack\* top;

    initStack(&top);

    push(&top, 30);

    push(&top, -5);

    push(&top, 18);

    push(&top, 14);

    push(&top, -3);

    printf("Stack elements before sorting:\n");

    printStack(top);

    sortStack(&top);

    printf("Stack elements after sorting:\n");

    printStack(top);

    return 0;

}
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*Q4. A stack data structure is given with push and pop operations. WAP to implement a queue using*

*instances of stack data structure and operations on them.*

#include <stdio.h>

#include <stdlib.h>

#define MAX 10

**int** stack\_arr[MAX];

**int** top = -1;

**void** push(**int** item);

**int** pop();

**int** peek();

**int** isEmpty();

**int** isFull();

**void** display();

**int** main()

{

**int** choice, item;

    while (1)

    {

        printf("\n1.Push\n");

        printf("2.Pop\n");

        printf("3.Display the top element\n");

        printf("4.Display all stack elements\n");

        printf("5.Quit\n");

        printf("\nEnter your choice : ");

        scanf("%d", &choice);

        switch (choice)

        {

        case 1:

            printf("\nEnter the item to be pushed : ");

            scanf("%d", &item);

            push(item);

            break;

        case 2:

            item = pop();

            printf("\nPopped item is : %d\n", item);

            break;

        case 3:

            printf("\nItem at the top is : %d\n", peek());

            break;

        case 4:

            display();

            break;

        case 5:

            exit(1);

        default:

            printf("\nWrong choice\n");

        }

    }

    return 0;

}

**void** push(**int** item)

{

    if (isFull())

    {

        printf("\nStack Overflow\n");

        return;

    }

    top = top + 1;

    stack\_arr[top] = item;

}

**int** pop()

{

**int** item;

    if (isEmpty())

    {

        printf("\nStack Underflow\n");

        exit(1);

    }

    item = stack\_arr[top];

    top = top - 1;

    return item;

}

**int** peek()

{

    if (isEmpty())

    {

        printf("\nStack Underflow\n");

        exit(1);

    }

    return stack\_arr[top];

}

**int** isEmpty()

{

    if (top == -1)

        return 1;

    else

        return 0;

}

**int** isFull()

{

    if (top == MAX - 1)

        return 1;

    else

        return 0;

}

**void** display()

{

**int** i;

    if (isEmpty())

    {

        printf("\nStack is empty\n");

        return;

    }

    printf("\nStack elements :\n\n");

    for (i = top; i >= 0; i--)

        printf(" %d\n", stack\_arr[i]);

    printf("\n");

}

OUTPUT

1.Push

2.Pop

3.Display the top element

4.Display all stack elements

5.Quit

Enter your choice : 1

Enter the item to be pushed : 1

1.Push

2.Pop

3.Display the top element

4.Display all stack elements

5.Quit

Enter your choice : 1

Enter the item to be pushed : 2

1.Push

2.Pop

3.Display the top element

4.Display all stack elements

5.Quit

Enter your choice : 1

Enter the item to be pushed : 3

1.Push

2.Pop

3.Display the top element

4.Display all stack elements

5.Quit

Enter your choice : 1

Enter the item to be pushed : 4

1.Push

2.Pop

3.Display the top element

4.Display all stack elements

5.Quit

Enter your choice : 1

Enter the item to be pushed : 5

1.Push

2.Pop

3.Display the top element

4.Display all stack elements

5.Quit

Enter your choice : 3

Item at the top is : 5

1.Push

2.Pop

3.Display the top element

4.Display all stack elements

5.Quit

Enter your choice : 4

Stack elements :

5

4

3

2

1

1.Push

2.Pop

3.Display the top element

4.Display all stack elements

5.Quit

Enter your choice : 5

*Q5. A queue data structure is given with enqueue and dequeue operations.WAP to implement a stack using instances of queue data structure and operations on them.*

#include <stdio.h>

#include <stdlib.h>

**int** s[5], top = -1;

**void** push()

{

    if (top == 4)

        printf("\nStack overflow!!!!");

    else

    {

        printf("\nEnter element to insert:");

        scanf("%d", &s[++top]);

    }

}

**void** pop()

{

    if (top == -1)

        printf("\nStack underflow!!!");

    else

        printf("\nElement popped is: %d", s[top--]);

}

**void** disp()

{

**int** t = top;

    if (t == -1)

        printf("\nStack empty!!");

    else

        printf("\nStack elements are:\n");

    while (t >= 0)

        printf("%d ", s[t--]);

}

**int** main()

{

**int** ch;

    do

    {

        printf("\n...Stack operations.....\n");

        printf("1.ENQUEUE\n");

        printf("2.DEQUEUE\n");

        printf("3.Display\n");

        printf("4.Exit\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

        printf("Enter choice:");

        scanf("%d", &ch);

        switch (ch)

        {

        case 1:

            push();

            break;

        case 2:

            pop();

            break;

        case 3:

            disp();

            break;

        case 4:

            exit(0);

        default:

            printf("\nInvalid choice");

        }

    } while (1);

    return 0;

}

OUTPUT

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:1

Enter element to insert:1

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:1

Enter element to insert:2

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:1

Enter element to insert:3

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:1

Enter element to insert:4

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:1

Enter element to insert:5

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:3

Stack elements are:

5 4 3 2 1

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:2

Element popped is: 5

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:3

Stack elements are:

4 3 2 1

...Stack operations.....

1.ENQUEUE

2.DEQUEUE

3.Display

4.Exit

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter choice:4